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Abstract—Nowadays, the rapid advancement of mobile software development has triggered to emerge of more online text messaging applications. In the environment of higher education institutions, it is also widely utilized to support the communication process between campus members. This research proposed a system of campus-specific online text messaging that is expected to improve academic activities. As a case study, the system was implemented using React Native framework and Push Notification Service for use in State Polytechnic of Malang, Indonesia. The system consists of three main subsystems that work together, including Client Application, Server Application, and Push Notification Manager. To evaluate the proposed system, we conducted a survey. The result of the user satisfaction test shows that most users consisting of teachers, staff, management representative, and students felt more helped in the communication process in the campus environment.
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1 Introduction

Nowadays, the development of IT implementation has been accelerated at an unprecedented level [1]. Along with it, communication systems and technologies are also improving a lot. New standards like 4G LTE, as well as increasingly advanced mobile operating systems especially Android and iOS, have become widely adopted [2]. Moreover, in the software development area, currently, there are many new technologies and frameworks emerge. These new technologies enabling software developers to be much faster and easier in developing as well as maintaining their application [3]. The mobile device has various features such as personalized interfaces, real-time access to information, context sensitivity, instant interaction and reaction [4].

Currently, text messaging is widely used and is an important tool for student to communicate each other [5]. Many generic text messaging can work very well, fast, easy to use, multiplatform, and have a lot of features. However, besides all their superior capabilities, those generic online text messaging apps were not designed specifically for campus environment-related usage. On the other hand, the educational sector especially
higher educations have also improved, and students can enhance their learning abilities with applying information technology [6]. This naturally forces universities and other types of higher education institutions to utilize these online messaging apps due to the need for faster and more efficient communication. Yet, majority of generic online text messaging apps unable to solve specific problems in campus. In addition, the society will not have any problem with texted language [7].

In this paper, we proposed a framework that can be used to implement online text messaging that is specifically used for campus purposes. A campus has specific and continuous activities, such as teaching activities carried out by teachers to students, and research discussion activities between teachers and students [8]. Moreover, this framework can be integrated with existing campus systems, so that the required information can be shared with each other. To meet these needs, we developed a system consisting of three sub-systems, namely Client App, Server App, and Push Notifications Manager. Client App subsystem or client application is an application that runs on users’ mobile devices and implemented using React Native technology. Server App or server application is a subsystem that acts as a bridge between one client application and other client applications. The 3rd subsystem, Push Notification Manager (PNM) is an application that runs on the same machine where the server application submodule is runs and supported by Google GCM [9].

To evaluate the effectiveness of this system, we implemented this system for educational activities at the State Polytechnic of Malang. Then we conducted a survey of users of this system which included teachers, students and administrative staffs. The survey is divided into two, namely questionnaire of functional requirements and questionnaire of user acceptance. The survey results showed that 83 percent of users agreed and strongly agreed to the first questionnaire, then 87 percent of users gave a positive statement for the second questionnaire. Thus, it is confirmed that the system is useful and helpful for educational activities in higher education institution.

This paper contains 8 sections. Section 2 provide some related research that was related to online messaging, mobile application, and implementation of mobile system in higher education. In section 3, we discuss about the concept of text messaging and the characteristic for campus implementation. Section 4 explain about the method to develop proposed system. Section 5 present the architecture of the system. In section 6, we show implementation process of the system. Evaluation about system implementation is explained in section 7. Finally, we resume the conclusion about this research and provide the future works.

2 Related Works

In 2009, Jones et al conducted a study about the impact of SMS communication to enhance learning environment [10] and the result showed that the communication medium represented a powerful tool for enhancing learning activities.

In 2010, McClean et al developed a SMS based text-messaging to provide communication and voting for students of higher education [11].
In 2013, Premadasa et al [12] proposed a short messaging system that integrated into the Moodle LMS. It can inform the assessment and teaching schedules to students and the resume of teaching activities.

In 2013, Awad et al proposed an Academic Instant Messaging application for students [13]. It can achieve better communication between students to share knowledge and experiences between them.

In 2017, Shi et al reported an application of WeChat teaching platform that had multiple functions and supported to wireless network technology [14]. This new application is feasible and effective in facilitating teaching activities and in developing the students’ competencies.

In 2018, Glowacki et al developed HealthyhornsTXT, a text-messaging to promote health and wellness for college students [15]. It focused more on promoting healthy behaviors and preventive strategies, rather than support learning activities.

3 Campus-Oriented Messaging

Currently, text messaging is widely used and is an important tool for student to communicate each other [5]. Many generic text messaging can work very well, fast, easy to use, multiplatform, and have a lot of features. However, besides all of their superior capabilities, those generic online text messaging apps were not designed specifically for campus environment-related usage. In this section, we would like to explain the intention of campus-oriented messaging.

3.1 The messaging application

Text messaging is the form of composing, sending, and receiving digital messages in the text data type that consist of alphabetic and numeric characters. Text messaging can create a conversation between two or more users using electronic devices, including mobile devices, PCs, or other type of compatible digital computer. The examples of implementation of text messaging are SMS, chat board, and many popular instant messaging. The utilization of text messaging in academic area has earned reputation in recent years including in higher education [11]. The communication between teacher, staff, students using messaging has the potential to enhance the support given to students by academic departments during the academic period in university.

Text messaging is the most effective way to reach students, an important entity in an education institution. In specific way, students need a real-time media that can distribute any information and news related to their study interactively. For this purpose, a campus-oriented text messaging has some features related to the exclusively of higher education system, including user, education system, and organization. Implementing the campus-oriented text message intervention was feasible and useful for students but was also met with some challenges [15]. The system has to meet with the organization rule and all user must be adaptive to the new system.
3.2 Characteristic of campus-oriented messaging

There are a number of the academic institution problems that are possible to solve by building a custom text messenger app, some of the most important ones are described as follows.

3.3 Homogenous type of users

In typical generic text messaging app, generally, there is no exception in the treatment of all of their users that anyone who uses the app is just the same, a user. In those kinds of application, there is no specific differentiation in terms of rules and privileges. It is true that in some cases, the user of generic text messaging app is separated but, it is just based on the context of business and/or advertising. As an example, sending of broadcasts to promote some products is a good purpose, but it might be not very useful for campus environment due to the fact that majority of the higher educations are not a profit organization.

For generic text messaging apps, commercial users and regular users are not so much different. In contrast, there are many real differences between student, teacher, and staff on campus. For a simple instance, a teacher might usually have a different topic to tell whenever he/she send a message to a student and another teacher. By differentiating and highlighting the types of user, we can help each user to instantly grasp the context of the conversation even in any non-ideal situations like whenever a user received a message from a new contact or at the time when they are in a low focus level conditions.

3.4 The messages

Majority of generic text messaging apps handle broadcast messages and individual messages in same way. Broadcast messages are just plain messages, the difference is just the number of recipients. Both ways are having a same risk: broadcast information loss. Because of vast number of messages received every day, there are always chances that a teacher will misinterpret an incoming broadcast as a regular chat from a group or a student and at a maximum extent. Also, the subsequent consequence will be missing an importance broadcast either from management or superiors.

Majority of university teachers, especially in Indonesia, have a lot of daily work. Their job is not only teaching. To get the job fulfilled, they have to communicate with a lot of persons every day, either their subordinates, superiors, or of course their students. Each message has a degree of importance. Messages that came from a different type of user has a different level of importance. Misinterpreting the source of the message will also potential in causing some kinds of incidents like belated reading of an important message from a superior. By dividing messages into broadcast and non-broadcast, as well as adding some insights to the user about from whom the message came, the new messaging app can help users to avoid such problems.
3.5 Academic elements integration

Student supervision to some extent can be executed through some simple additions in a messenger app without having a dedicated complex management software. A messaging app is one of some most prominent apps on the campus. In a case of State Polytechnic of Malang, most of the teachers are using a popular text-messaging much more than the official academic information system application. They use the popular one to do various tasks related to the classes they teach. The collaborative learning itself can extend the teaching outside the classroom and delivers specific individual learning [16].

Starting from a simple task like giving announcements about tasks, giving notification to a class leader if they are going to come late, until an important thing like managing their last-year supervised students.

That kind of way can be solved in any messaging apps, but it will easier and more intuitive by integrating academic-specific features in a messaging app. For example, if the registration system can be connected to campus' information system for validation, the teachers will not be required to create a new contact every time any new student sending a chat to them. This simple integration also makes any of the users to rest assured that there will be no fake account or scam.

4 The Proposed System

To overcome the mentioned problems, we hypothesized some strategies in the form of functional requirement list that is possible to be implemented in a new online text messaging platform. The proposed strategies are corresponded to each problem mentioned earlier. There are three aspects to be defined first to make solution for this system, including identify user classification, describe chat organization, and define the functional requirements.

4.1 Identification of user classification

The first step is dividing the type of users and differentiating the treatment of each of the types of user. This differentiation is based on each user's role on the campus. Generally, there are 4 main types of roles in a university campus, namely student, teacher, staff, and management. Each of the parts is related to each other, but at the same time, they have different working environment along with the different business. That is why in the application context, they must be differentiated.

In the chat application that is created, the contact list is designed in such a way to enable the user in understanding the type of contact automatically, where any students name automatically appears without manually register their name first on the contact form, as well as the name of the teacher, staff, and management. By implementing it, the users will be guaranteed to be aware of the person whom they are going to chat, whether he/she is a student, teacher, staff, or management.
4.2 Chat organization

Secondly, the application must be able to organize the messages based on its sender’s account type. The users must be aware that any message they received is coming from students or any other account types so that they could be able to accurately decide the degree of importance of the messages. Users also have to be understood clearly about to whom a message will be sent. Furthermore, users must also be well-informed, from all messages that are listed in their phone, which one is a regular chat, and which one is a broadcast message. All of this will only be possible to implement whenever the users have been correctly differentiated, enabling the app to modify anything that can be seen, known, and done by each of user types based on their needs.

4.3 Functional requirements

There must be some meaningful integration of academic elements in the messaging app. The integrated elements are not necessarily all and complex. They can be very simple, but they must have some considerable degree of overall benefits for the campus, and it is suggested to be in the form of academic managerial capabilities. In this research work, it is decided to pick two features related to the solution.

The system would be able to organize all active students into an automatically formed group, enabling every teacher to send messages to a class member, precisely. Another feature is the capability for teacher user type to set the members of his final project students that they have to advise on the current academic year.

In summaries, all the specific functional requirements that must be implemented in the campus-oriented online messaging app can be seen on the Table 1.

<table>
<thead>
<tr>
<th>No.</th>
<th>Special Functional Requirements</th>
<th>Related Features</th>
<th>No.</th>
<th>Features</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>User types differentiation</td>
<td>1.1 Different login types</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>1.2 Automatic contact name and types recognition</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>1.3 Contact list grouping based on user’s type</td>
<td></td>
<td></td>
</tr>
<tr>
<td>2</td>
<td>User type-aware Messages</td>
<td>2.1 The division of chat type into broadcast message and regular message</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>organization</td>
<td>2.2 The chat list grouping based on user’s type</td>
<td></td>
<td></td>
</tr>
<tr>
<td>3</td>
<td>Academic elements integration</td>
<td>3.1 Student’s class settings and auto group formation.</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>3.2 Teacher’s supervision members group.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

5 System Architecture

In this research work, we developed an application that runs on mobile devices. The application has an ability to send and receive text messages, in which a message sent from one sender device to one or more corresponding destination device(s) based on the ID of its user. From the overall perspective the complete system that was developed,
consists of three main subsystems, namely Client App, Server App, and Push Notifications Manager as shown in Fig. 1.

![System architecture](http://www.i-jim.org)

**Fig. 1. System architecture**

### 5.1 Client application

Client App subsystem is an application that runs on users’ mobile devices. By using the Client App, users would be able to send a message to one or more destinations whether it is to the same mobile operating system or different and this also applies to receive a message. This subsystem contains most of the important features that are implemented. The most important one is the message sending and receiving feature. This feature works on standard web client-server communication mechanism.

When a user sends a message, the application engine converts the text into a plain string in JSON format. Then, this JSON string is sent to the Application Server subsystem via the HTTP protocol with the POST method to a specified URL where the Server Application is deployed. Every transmitted JSON string will always have two types of data namely API Key and payload. The API Key is a string that is encrypted specifically for the validation purpose of any data being sent to the server. While the payload is the actual data sent by the user. It is possible to be either the path to the service contained in the server application or the string containing a chat message.

Finally, this client application subsystem is implemented using React Native, a framework for developing JavaScript-based mobile applications [17]. Brito et al showed that React Native produces the best results in all aspects than other frameworks [18].
5.2 Server application

Server Application is a subsystem that functions as a bridge between one client application and other client applications. Certain components communicate with a database server and the Push Notification Manager subsystem. It is created using PHP programming language and connected to MySQL database server instance. The main task of this subsystem is to receive the message sent by the client application, validate it, and then forward it to the push notification manager subsystem.

When there is a message sent by one of the users using the Client Application in the form of a HTTP request, this subsystem will check the API key contained in the request that was sent. This API key serves as a tool to ensure that the request being sent is a genuine request that comes from a registered user who owns an account on the system. Validation is performed by comparing the key sent by the client application with another special key generated periodically by the server application subsystem with a specific mechanism. If the API key is successfully validated, meaning the two keys are identical, the message will then be extracted from the JSON request's payload through the decryption process to be temporarily stored in the database.

In the request's payload sent by the user through the Client Application, there is also information about the user ID that is being targeted by the sender. The Server application will then query the user table to find a unique device ID from those intended users. After the user ID and corresponding UDID are found, the Application Server will compile the message and UDID in a special format and then forward it to the push notification manager subsystem.

5.3 Push notifications manager

This subsystem is an application that runs on the same machine where the Server Application is runs. It is also written in PHP language in order to make the process of future maintenance easier. The main function of this subsystem is to forward the message received by the Server Application to the correct Push Notification Servers owned the corresponding operating system vendor of the mobile device [19] to which the chat message is sent. These vendor servers work by sending text in certain internet packets aimed at a special port resides on each user's mobile device [20]. If the recipient uses a mobile phone with the Android operating system, this subsystem will forward the message to Google's GCM server [21] [22]. On the other hand, if the intended user uses iOS mobile device, the message will be sent to Apple's APNS server [23]. Finally, the process of pushing messages to each destination device will be handled by each of those vendor servers themselves dynamically [24].

6 System Implementation

In this section, we describe the implementation process of system architecture and then evaluate it to all users.
6.1 Development process

The development process of the online messaging system in this study was conducted with the SDLC Waterfall model method where the stages of software development are carried out sequentially starting from the requirements planning process which is carried out first and then followed by the design process, execution, testing, and release [25]. All components in the entire system are written using the object-oriented programming paradigm.

6.2 System design

In the client application, a special design pattern is used whose main purpose is to decouple the business logic and the user interface for the sake of better software design [26]. While the business logic is implemented in a class in a file with the extension "*.js" which is a derivative of the React Native's 'Component' class. Because of the nature of JSX that can be used mixed with JavaScript, the source code of the user interface tends to be merged with the business logic code in a common file called 'Screen'. Therefore, it is necessary to make a strict separation between the two, the business process script is placed in a separate file, as well as the JSX code that is also written on a different file.

In the design pattern, as shown in Fig. 2, the business logic is still placed on Screen files as it is commonly done in any other React Native applications. The file ends with *Screen.js, where in one screen file there must be only one class which is the representation of each single page shown to the user (it is known as 'Activity' on Android or 'ViewController' on iOS) in the application. The difference is that in the 'render ()' function section, where there are usually JSX codes, it is replaced with a global function that is imported from the appropriate view file. This global function returns JSX to the Screen class which is finally displayed to the user as the application interface. In each instance of Screen class there will always be a property called 'State'. This property can be associated with any entity classes which in this submodule is marked with a file name ending in '*Data.js'. If there is an interaction by the user that results in changes to the data, the Screen class will update the corresponding entity object contained in the property state. The changes will then be applied through the implementation of the 'setState ()' function which automatically sends a message to the React Native engine. The engine will further adjust the UI in the component hierarchy called 'virtual DOM' [27], so that the proper UI with updated contents can be displayed to the user.
6.3 Implementation result

At this stage, three subsystems have been built, namely Client Application, Server Application, Push Notifications Manager. Client application can be run on mobile devices and has several features such as user login, user registration, displaying messages, displaying announcements, displaying profiles, and chatting features as shown in Fig. 3.

For Server Applications and Push Notification Managers that use PHP 5.3, by default the object-oriented programming is supported [28]. While for the client application, the React Native engine has adopted the JavaScript ECMAScript 6 (ES6) [29] standard that supports object-oriented syntax. However, because JavaScript is a programming
language with the functional programming paradigm [30], it must be ensured that the ES6 syntax is always used. For instance, to declare a class, the keyword 'class' must be used instead of 'function' as it is commonly used in JavaScript 5 dialect.

7 Evaluation

After the entire system was completed, the compiled mobile app installer of the Client App subsystem distributed to several testers consisting of students, teachers, and staff to be installed on their phones. To face the user requirements, we implement the evaluation to 50 students, 10 staffs, 20 teachers, and 10 management representatives. The questionnaire provided to the respondents is about to which extent a tester agreed or disagreed with a list of statements where each statement symbolizes the importance of a corresponding feature contained in each hypothesized special functional requirement. The list of statements and their relation to each hypothesized feature are presented in the Table 2.

Table 2. Questionnaire of Functional Requirements Hypotheses

<table>
<thead>
<tr>
<th>No.</th>
<th>Questioned Statements</th>
<th>Feature No.</th>
</tr>
</thead>
<tbody>
<tr>
<td>Q1</td>
<td>Somehow, the way I perform communication to a (student/teacher/staff) is different.</td>
<td>1.1</td>
</tr>
<tr>
<td>Q2</td>
<td>I am lazy to manually save a (student/teacher/staff)'s name and phone number to my contact book.</td>
<td>1.2</td>
</tr>
<tr>
<td>Q3</td>
<td>I need to know precisely which person is a (student/teacher/staff) by seeing my contact list at a glance.</td>
<td>1.3</td>
</tr>
<tr>
<td>Q4</td>
<td>I experienced difficulties in finding important broadcast message quite often.</td>
<td>2.1</td>
</tr>
<tr>
<td>Q5</td>
<td>I have some kind of priority level when reading incoming messages from any of the (student/teacher/staff).</td>
<td>2.2</td>
</tr>
<tr>
<td>Q6</td>
<td>I often need to know who the members of a year/class are.</td>
<td>3.1</td>
</tr>
<tr>
<td>Q7</td>
<td>I experienced difficulties in keeping track of (students under my supervision/who are my supervisors) during the final project.</td>
<td>3.2</td>
</tr>
</tbody>
</table>

Those list of statements in the questionnaire has been adjusted for each type of application users. That adjustment is in the form of choice (student/teacher/staff) that is available in almost all the text of the statements. While the 'Feature No.' column in the above table shows the relationship between each question and its corresponding feature that is mentioned in Table 1. To complete the questionnaire, respondents must provide answers that represent what they feel after reading each of the questions. The answer to each question statement can only be either 'Disagree', 'Agree', or 'Strongly Agree'. A summary of the results of the respondents' answers can be seen in Fig. 4.
As it can be observed from the chart, all hypothesis points always get the 'Strongly Agree' answers more than the 'Disagree' answer. The average answer of 'Strongly Agree' is 57.7% for student, 78.6% for staff, 64.3% for teacher, and 82.9% for management. Otherwise, the average answer to 'Disagree' is only 15.7% for student, 1.4% for staff, 5% for teacher, and 2.9% for management. Based on the statistics, it can be concluded that the overall features hypothesized were indeed considered important by the users and needed to be implemented in the system.

After they filled out the questionnaire, the respondents were then requested to utilize the Client App subsystem in their phone for a certain period. Respondents were asked to send messages to each other, regardless of their type. After the application trial period is over, all the testers are again requested to fill out a second questionnaire which contains questions about how far the hypothesized features implemented help them in communicating at the campus. The list of questions is summarized in the Table 3.

<table>
<thead>
<tr>
<th>No.</th>
<th>Questioned Statements</th>
<th>Feature No.</th>
</tr>
</thead>
<tbody>
<tr>
<td>Q1</td>
<td>It is become easier for me to differentiate the way I perform communication to a (student/teacher/staff).</td>
<td>1.1</td>
</tr>
<tr>
<td>Q2</td>
<td>I can access (student/teacher/staff’s) name and phone number in my contact book without manually saving it first.</td>
<td>1.2</td>
</tr>
<tr>
<td>Q3</td>
<td>I am able to know precisely which person is a (student/teacher/staff) by seeing my contact list at a glance.</td>
<td>1.3</td>
</tr>
<tr>
<td>Q4</td>
<td>It is become easier for me to find important broadcast messages.</td>
<td>2.1</td>
</tr>
<tr>
<td>Q5</td>
<td>It is become easier to me to determine proper priority level when reading incoming messages from (student/teacher/staff)</td>
<td>2.2</td>
</tr>
<tr>
<td>Q6</td>
<td>It is become easier to me to know who the members of a year/class are.</td>
<td>3.1</td>
</tr>
<tr>
<td>Q7</td>
<td>It is become easier to me in keeping track of (students under my supervision/who are my supervisors) during the final project.</td>
<td>3.2</td>
</tr>
</tbody>
</table>

The list of questions given to the testers in the second questionnaire was also made in a similar format as the questions in the first questionnaire. Each of these questions also relates to the list of feature hypotheses. However, in this questionnaire, respondents
were only asked to choose binary answers consisting of 'Yes' and 'No' option. If the tester answers 'Yes', then it can be interpreted that the related features have succeeded in carrying out their functions. Otherwise, if the tester answers 'No', then it can be interpreted the opposite. A summary of the results of this second questionnaire can be seen in Fig. 5.

![Feature Usability Test](image)

**Fig. 5. 2nd Questionnaire Result**

From the results, all of the features represented by each question in the questionnaire get "Yes" answer much more than "No" answer. There is only one feature that gets "Yes" answer less than 70%, the no. 2.1 feature for student and staff, which features the separation of broadcast messages and regular messages. Some testers answered ‘No’, probably because, even though the broadcast messages had been separated from regular messages and grouped into one place, some of the testers had a very large number of broadcast messages so they still found it somewhat difficult to find the important ones. Therefore, this point is possible to be improved in future research.

8 Conclusion

The rapid development of information technology has caused many online messaging applications to emerge and some of these messaging applications are very popular among mobile device users. Some issues were considered as the most important and discussed by this research, including all types of users who are considered the same regardless of whether they are teachers, students, or staff, equal treatment of all types of chat, and lack of essential academic features integrated into the application.

The system created consists of three subsystems, the Client App subsystem in the form of a mobile application, Server App subsystem, and Push Notification Manager in the form of applications that run on a server computer. The results of the survey show the majority of users agree that the features applied are necessary to improve the quality of communication on campus. Whereas from the results of the application testing by the tester, it was found out that most of the tester felt that the developed application, could solve the problems that were hypothesized earlier.

In the future, we will continue to develop several features that will complement this framework, such as the recognition of important messages, language translation [31], security aspects [32] [33], and implementation in cloud system [34]. In addition, we
will also develop the design of this framework and spread it to the teaching environment [35], it can be more open for integration with existing academic systems.
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