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Abstract—This paper proposes a novel four-pronged solution for estimating routes and total time required to travel in a transportation network. The proposed solution attempts to optimize the Google’s Map API request flow using open street map (OSM). As it is known that each request to Google Map API will incur some latency, since different computation are performed on Google server for each request. To avoid this latency, route estimations (distance and time) are calculated using a four-pronged approach based on Google map API, open street map (OSM), routing cache and logical grid of locations. The objective is to create a generalized routing system that tries to use Google services in optimized fashion. The proposed approach stores each requests/response from Google Map API into an optimized data structure called cache. After passage of time, these cache records are moved to another data structure called random access memory (RAM) file. In scenarios where requests can’t be served via stored data, the proposed system attempts to give approximate estimations based on open street map (OSM) using an A* search for finding route. In addition to this, data that has been cached in proposed approach can be used for further analysis or applying machine learning algorithm for off-line route calculations later.
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1 Introduction

During past few years, information and communication technology (ICT) has been used for solving a wide range of daily life problems. This paper attempts to employ ICT technology to provide solutions for transportation problems. Most of applications in this domain are based on employing Google maps to obtain a real-time estimate of the time/distance for travelling from a specific source to destination. However, the Google maps’ services are limited by various means. First, it requires online connec-
tivity and hence, it can’t be used in offline mode. Secondly, the online request/response will incur delay in obtaining a time/distance estimate. Finally, the Google map services are based on pay-as-you-go model and require payment after some initial number of free requests/day (limited quota problem). The hypothesis of this paper is that one can use the Google maps in optimized way by employing a four-pronged solution and utilizes multiple secondary sources to facilitate end-user in achieving their objectives.

The objective of the paper is to facilitate geo-estimations intensive tasks or applications such Careem, Uber and similar type of food services. In such applications, several end-user’s request for the distance and time estimations from source to destination and sometimes these requests have overlapping parameters. Hence, for each of request, often calculations are performed at server end repeatedly. For example, a person from location A request for the Google real time estimations such as route, distance between the points A and B along with the time required to travel. Google Map Application Programming Interface (API) will do these calculations for user at location A to location B. Now suppose some other user at Location A or near Location A make request for Google estimations for location B or near location B. Google Map API will repeat the calculations for this user as well. Considering this as redundant calculation and supposing that traffic behavior may not change much in last 10 minutes, if one can store previous calculations of user 1 and furnish these calculated values to user 2, one can save time and increase performance in term of response time. Now consider the scenario, where a lot of users are requesting for the routes and time. There is a high chance that most of the users’ requests will have overlapping parameters. Suppose, there is Pizza shop that provides home delivery services to users from different locations (in most of the cases users will make a request from nearby locations and most of the users will be near to each other). We can save a lot of time by providing pre-compiled results to requests that are nearby. This will help to improve routing service of applications and hence will reduce networks load. The scenario has been shown in Figure 1.

Figure 1 show a location map in which there is an on-line pizza free home delivery system and users from different locations place their orders. The pizza shop system should provide the route, time and distance estimates. Suppose there are 16 users placing orders in any sequence and the system hits the Google MAP API 16 times to calculate routes. If average time for hitting Google Map API is \( t \) seconds, then total calculations will take \( 16t \) time. But, if one carefully observes scenario, the users in
some locations (as shown in figure by group 1 and group 2 labels) are much closer to each other. So, there should not be separate estimations and we don’t need to hit Google Map API for users in Group 1. We can use the first requests estimations for all the users in group 1 and same is the case for group 2. So, according to proposed system, Google map API will be hit for one user in group 1 and same compiled results will be used for all the other users. This will take only \( t \) time. Same will be the case for users in group 2 taking \( t \) time and all other users (remaining 3 users) will be entertained separately. This is because they are far from group 1 and 2, and one cannot use compiled results for these users. So, the total time to facilitate all requests will be just \( 5t \) second which is very less than scenario discussed earlier. All the pre-compiled results will be stored locally in some very fast data structure. This paper uses dictionaries because they require constant time to search. The traffic behavior changes after some time depending upon the day and events. So, one cannot use these compiled estimations for all the future requests. Hence, the proposed approach removes these records after some time and moves these records to another file, for later use. This data will be use in future for applying machine learning algorithms and for off-line navigations and estimations up to great extent and make off-line estimations accepta-
ble. In case of any issue such as when Google API key issue arises and maximum limit exceeded and Google Map API is not responding, the proposed approach uses open street map (OSM) to get the route and distance between two locations. The OSM map will not give real-time information, but one can approximate it using the vehicle type and speed using speed formula. Of course, this will not be a real time estimate, but will be very close to actual value. In case of OSM failure, the proposed approach uses old records with adding some traffic ratio. The last resort to respond to user request is Grid, when all the above approaches fail to respond. Grid is compiled information of locations. The proposed approach creates grid of locations and then store information like grid center, distance between all grids, time required to travel between grid, and these estimations will be very far from actual estimations. As one goes down in hierarchy, the accuracy of estimations decreases.

Rest of the paper discusses the propose approach. The next section provides related work. The proposed methodology is then discussed which is followed by results section. The paper concludes with providing future work and recommendations.

2 Related Work

There has been a plethora of literature cited for traffic routing problems. [1] has employed a weighted graph-based approach using open street map for blind pedestrian. A performance comparison of various traffic routing algorithms has been provided in [2]. In [3], the Open Street Map evolution in Germany for car navigations and street view has been discussed. In another work, a large-scale disaster management system has been discussed through large-scale simulation using Global Information System (GIS) data [4]. [5] have shown the OSM network as multi-attribute graph such as traffic signals, road types, points of interest etc. and the traversing of this graph has been shown. Routing algorithm in such multi attributes network has been discussed.

An optimization framework/ dynamic vehicle routing solution along with a backbone algorithm is proposed in [6] that allows dispatching of ride sharing taxis. The problem is formulated as an efficient network flow mixed-integer optimization problem. Through experiments, it was shown that the optimization solution has significantly better performance compared to greedy algorithms.

A dynamic routing and pricing model called extended Pickup and Delivery Problem (PDP) based on electricity price and passenger satisfaction problem has been proposed in [7]. The algorithm attempts to find an optimal route considering all the driver’s requirement along with reducing the total cost of operation. Concept of providing real time services has been shown in [8]. Authors have discussed the map services by Google, Bing and also show the use of large amount of spatial data of OSM. They have shown applications of their proposed system in web and over handheld devices. They have also shown that OSM providing us same shortest routes and information related to round time trip planning. But the only issue they are not dealing about the real time traffic behavior and time estimations.

Authors in [9] describe the comparison between accuracy of Open Street Map and Google Maps and Bing Maps. Five case studies cities and towns were selected for
comparison. Comparison was performed under three different parameters spatial, currency and ground truth positional accuracies. The authors came up with conclusion that OSM had almost similar results in comparison with Google Map and Bing Map. Hence, OSM can be used as alternative for location-based services where there is access to high quality geo-spatial data is easy.

[14],[15] and [16] discussed the data caching process for off-line navigation purposes. This can be used for web as well mobile to make accessible world-wide. Concept of downloading off-line maps gives users feel of on-line navigations maps. The proposed system has been capable of giving routes, distance and estimates of cost required to destination by cab, bus or any transportation services. In [17], Google maps have been used to determine traffic levels in cities.

In several studies, Vehicular Ad hoc Network (VANET) has been used for real-time traffic routing purpose [20]. The basic idea is that a number of vehicles on the road collaborate in real-time to solve a wide range of safety and non-safety problems such as parking lot prediction, ramp metering, congestion avoidance, collision avoidance and gaming applications. In this direction, [19] provided a grid-based approach to traffic routing in vehicular ad hoc network. Messiah is an android application that informs about the traffic conditions in real-time and enable the driver to take proactive decisions [21]. An ant-colony based traffic aware routing protocol has been proposed in [22]. To reduce traffic in urban transportation, a traffic guidance model has been presented in [23]. The proposition is based on considering the collective attributes of the entities involved in a transportation system having different interests, goals and regulation. A novel eco-routing strategy has been proposed in [24] that proposes an energy efficient route considering accelerations and impact of road infrastructure. In [25], deep learning has been used to improve the performance of OSM. A walkability evaluation using OSM has been performed in [26]. A ship routing scheme has been proposed in [27]. The proposition considers the ocean currents and waves for the computation of optimal ship tracks. The system is based on estimating hazard and cost associated to known routes in Atlantic Ocean. The system analyzes sea state, hydrodynamics, and meteorological models. Finally, an Internet of Things (IoT) based traffic routing solution has been proposed in [28]. The objective is to cater to traffic jams. The solution is proposed for motorcycle riders.

Research gap: Based on the extensive literature review, it has been found that Google map API has several limitations. It can’t be used in offline mode. The online request/response model incurs delay in obtaining a time/distance estimate. Additionally, it is based on commercial model. The objective of this paper is to employ Google map API and open street map in an optimized manner to provide services to geo-intensive applications. To our knowledge, no such approach currently exists. Most of the approaches are based on employing Google API or offline maps. However, no such mechanisms exist for updating routes in offline mode.
3 Methodology

Figure 2 describes the block diagram of the essential components required for the working of proposed scheme. There is a user agent that accepts the requests from the end-user. An agent is an autonomous entity that can act on behalf of end-user to perform several actions. The requests from the end-user can be for a route between two destinations. The end-user will be interacting through a client application that can be a mobile device, a website or a desktop client. There are few data sources available that can be used to serve the end-user’s request. For instance, the distance and time estimates can be furnished to end-user from the local cache if the similar request has been entertained sometimes earlier. Alternatively, the information can be fetched from Google maps. In case the requests can’t be fetched as the total quota of the Google map requests have been over, then the requests can be entertained using Random Access Memory (RAM) file, open street map or using the grid structure. The cache maintains the currently hot data and then it is moved to RAM file.

Listing 1 shows the pseudo-code describing the working of proposed approach. The end-user request is checked in the cache first. If a record exists there, it implies that someone has already made similar request earlier (the threshold is set to 10 minutes in the experiments). So, the algorithm returns the same estimation saved in cache without posting a request to Google API. The proposed approach avoided the API call time; hence improved the performance in term of response time. The logic behind this is simply that it is most probable that the traffic pattern and other factors may not change in this specific time period. The records in cache after some specific time is moved to other repository called RAM files. RAM contains old records that are transferred from cache after some time \(t\). This data is stored for different purposes such as finding patterns and applying machine learning algorithms to provide off-line navigation. This data is used to find estimations when Google API hits and cache failed to answer query. When the quota for free Google API hits completes, then requests will be served from RAM. In RAM, the records are not real-time estimate, but are quite acceptable as the traffic estimates don’t change very quickly. If RAM is unable to answer query, then request estimations will be searched in open street map, which is open source community off-line map. This uses A* search algorithm for finding optimal path between source and destination. In case OSM is also unable to answer query, then it is checked in grid, which is based on the area/region divided into grid like structure. This paper stores different information about grid, like grid inter-distance and center of each grid. The proposed approach just picked the grid of source and grid of destination and then finds distance between two grid and return estimations. A number of data structures are used for storing the information in various data sources.

a) **Cache file:** For storing Google data such as estimated distance, estimated time and route information for off-line usage, we store the long textual and numeric information in dictionary i.e. Java Script Object Notation (JSON) format, keeping the memory and searching time constraints in mind.
The source and destination latitudes are used as key and all the information like distance, duration, and other routing information are stored as values. The latitude and longitude are stored up to 4 decimal places because the distance changes are less significant after 4 decimal places. The structure of dictionary (cache) has been shown in Figure 3.

b) RAM file: RAM file is also similar to cache data structure, but the only difference is that it contains old records. The records that exist in cache for more than 10 minutes are transferred to RAM file structure. This data is maintained for finding patterns from data to apply machine learning algorithms for fast, optimized and real-time navigation services in web-based systems or mobile applications.
c) **Open street map (OSM) file:** In the OSM layer, the information is saved into grid structure. The only problem with OSM is that we can find route between source and destination, but we cannot get time required to travel between source and destination. For this purpose, we have used the route points to get distance between source and destination by using Euclidean Formula as follows:

\[
d = \sqrt{(x_2 - x_1)^2 + (y_2 - y_1)^2}
\]

To calculate the time required to travel from source to destination considering the vehicle type, following formula is applied:

\[
t = \frac{s}{v}
\]

As OSM is off-line version of Maps, so may be outdated, and will provide slightly old directions that are obsolete now. But these are rare cases as highways and motorways and trunks changes very rarely.

d) **Grid structure:** If the information can be obtained from cache, Google map or OSM, the last resort is to use a Grid like structure. In this strategy, the whole map is divided into grid. Information related to grid like distances between grids, center of grids, and the compiled distances between grid centers and the time required from one block to another is already stored. Upon request for a particular source and destination, source and destination blocks are identified and then compiled distance and time are returned.

### 4 Results and Discussions

The proposed methodology has been tested on different test cases. Figure 4 shows the grid created on Riyadh city. In the first experiment, the average Google map API hit
time is calculated for 20 hits that were made one after another from source A (24.8973, 46.3801) to destination B (24.1708, 47.2773). Table 1 shows the results. The Google map API took 1.77855806351 sec to process these requests. After these hits, the records were stored in cache and the request is made again but this time, they are served from cache which takes just 0.136595964432 seconds. It is concluded that the average time from cache is found to be very less time as compared to Google map API hit. In this scenario, the time and distance between source and destination were 106 minutes and 148 km respectively.

![Fig. 4. Grid created on Riyadh city](http://www.i-jim.org)

Table 1. Time and distance comparison between proposed and Google map API

<table>
<thead>
<tr>
<th>Time</th>
<th>Time using Google Map</th>
<th>Time using proposed approach</th>
<th>Distance using Google map</th>
<th>Distance using proposed approach</th>
</tr>
</thead>
<tbody>
<tr>
<td>At t=0</td>
<td>106</td>
<td>106</td>
<td>148</td>
<td>148</td>
</tr>
<tr>
<td>At t=5 min</td>
<td>106</td>
<td>106</td>
<td>148</td>
<td>148</td>
</tr>
<tr>
<td>At t=10 min</td>
<td>113</td>
<td>106</td>
<td>148</td>
<td>148</td>
</tr>
<tr>
<td>At t=60 min</td>
<td>117</td>
<td>106</td>
<td>148</td>
<td>148</td>
</tr>
</tbody>
</table>

We continued this experiment further. After 5 minutes the statistics remains same using Google map API or using the cache. Both sources were providing similar answers. After 10 minutes the records become stale in cache, so they are transferred to RAM file. In the next step, the results were again compared to determine the effectiveness of proposed scheme. So, the paper compared statistics for the same source and destination from Google map API and the RAM. It is found that the traffic behavior changes in that time duration. Google now show time required as 113 minutes which shows the traffic increase on that route, due to which the Google API shown more time. The result from RAM file were however still acceptable with a small difference of 7 minutes; while distance remains same. After 1 hour, the estimated time
changed for same source and destination, that was observed 118 minutes, which is 5 minutes more than second reading and 14 minutes more than first reading. We can identify this traffic pattern by reading different values at different times of day. These observations shown the effectiveness of cache and RAM file; hence the working of proposed methodology.

We analyzed the distance calculated by OSM and Google map. It is to be noted that the OSM returns route in form of nodes (latitude and longitude pair) as shown in Figure 5. Same request is calculated by using Google map API and that return the route shown in Figure 6. It can be observed that route returned in this case is slightly different. This problem arises due to the fact that open street map doesn’t return the information in real-time. Hence, one needs to update the OSM map frequently. From map, it is cleared that OSM gives a short route. This may be due to the fact that path is temporarily not available or the path computed by OSM has become obsolete.

![Fig. 5. Route between two points using OSM](image-url)
Fig. 6. Route between two points using Google MAP API

Fig. 7. Difference between OSM and Google MAP API distance
Figure 7 and 8 shows the distance and time calculated between different sources and destinations using the proposed approach and Google map API. It is found out that these calculations don’t differ substantially and hence, the proposed four-pronged solution can be reliably used.

Before we end this section, it is essential to mention the limitations of proposed approach. The only issue observed with the proposed approach was that open street map sometimes show outdated information in some cases. In real scenarios, the distance information doesn’t change very frequently provided that the Google API doesn’t remain inaccessible for months. The timing information can change based on the traffic situation that occurs at various times of the day; but that can be predicted. Hence, the proposed approach can be used for geo-calculation-based applications. But for mission critical applications, it can’t be used reliably.

5 Conclusions and Future Work

Proposed system has shown good performance in term of response time as compared to Google map API in terms of routes estimations and calculation. This can save a lot of time in geo-calculation intensive applications as discussed earlier in paper. In these cases, we can reuse the estimations calculated at Google some time ago for the current request if the request is same or nearby. Most of the hits that will take time and may cause network congestions and load on server in case of millions of requests, can be avoided by using cached data. This cached data after sometime, can be transferred to others files (RAM file) for later use. We have applied linear regression model on Google real time data and our system cached data, and it works up to acceptable accuracy. This can be improved in future using different parameters such
as traffic ratio, time etc. in some location. We can also do offline navigations using this data, in case of network failure, if this data is locally stored on device. Apart from this information, the proposed system does not deal with emergency issues that occurs during that 10 or 15 minutes where we take compiled information from cache.
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